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[57] ABSTRACT

Method and apparatus for a first process operative in a
computer system controlling a user interface on a computer
system display under control of a second process operative
in the computer system. An event handler is installed for the
second process, the event handler servicing events generated
for controlling the user interface display under control of the
second process. The first process may then perform a first set
of functions in the computer system. The first process
generates events for controlling the user interface display,
the events related to the functions performed by the first
process. The event handler receives the events generated by
the first process and updates the user interface on the
computer system display according to the events generated
by the first process and received by the event handler.
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MESSAGE PROTOCOL FOR CONTROLLING
A USER INTERFACE FROM AN INACTIVE
APPLICATION PROGRAM

This is a continuation of application Ser. No. 08/312,437,
filed Sep. 26, 1994, now abandoned, which is a continuation
of application Ser. No. 08/084,288, filed Jun. 28, 1993
status: abandoned.

BACKGROUND OF THE INVENTION

1. Field of the Invention

The present invention relates to user interface control in
a computer system. More specifically, the present invention
relates to a messaging protocol which allows one application
program to specify the appearance of an interface of a
computer system while under control of a second application
program.

2. Background Information

In multitasking operating systems, such as the Macintosh
brand System 7.0 operating system available from Apple
Computer, Inc. of Cupertino, Calif., typically, only one
application program is given complete control of the user
interface in order to prevent conflicts. There are
circumstances, however, in which an application program
which does not currently have control of the user interface
will require that some information be presented to a user of
the computer system. Typically, in the prior art, in these
situations, the “inactive” application program must be
“brought to the front” or made the active application (one in
control of the user interface) in order for user interface
control to become available to the application program. If
events or other activities occur within the process that does
not have control of the user interface, then the user may not
be informed of the activity until after the activity has taken
place, when the user brings the background application to
the front. There are some circumstances in which the delay
between the occurrence of the action within the background
process, and the failure to provide feedback upon the com-
puter system display may pose a substantial problem. For
example, data may be overwritten, the user may wish to
abort the task being performed, or he may wish to take
corrective measures to otherwise address the activity occur-
ring in the background task. There thus has arisen a need for
background process to control the user interface which is
currently under control of an “active” or foreground process
within a computer system.

Another situation which frequently occurs is when one
application program requires a complex service such as a file
copying mechanism, but yet does not possess the necessary
code in order to perform these tasks. An active application
can use the services of the inactive application’s processes
without possessing the necessary code, and the inactive
application program may drive the user interface of the
“active” application program in order to provide feedback
that the complex operation is taking place. Unfortunately,
prior art techniques have no mechanism for allowing this to
take place.

SUMMARY AND OBJECTS OF THE PRESENT
INVENTION

One of the objects of the present invention is to allow a
background application to provide user interface feedback
when it is not the currently active application program.

Another of the objects of the present invention is to
provide a protocol wherein a background application pro-
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2

gram may direct a foreground application program to control
its user interface in a specified way.

Another of the objects of the present invention is to allow
a background application program to communicate with a
foreground application program for controlling the user
interface of a computer system display.

Another object of the present invention is to allow a
foreground application program controlling a user interface
to take advantage of the services of a background applica-
tion program.

Method and apparatus for a first process operative in a
computer system controlling a user interface on a computer
system display under control of a second process operative
in the computer system. An event handler is installed for the
second process, the event handler servicing events generated
for controlling the user interface display under control of the
second process. The first process may then perform a first set
of functions in the computer system, in one embodiment,
such as file management functions (e.g. copying and/or
moving of files in the file system). The first process gener-
ates a first set of events for controlling the user interface
display, the first set of events related to the first set of
functions performed by the first process. For example, in
various embodiments, feedback may be given about the
progress of the file management functions (such as copying/
moving specific files, reading from a source, and copying to
a destination). The event handler receives the first set of
events generated by the first process and updates the user
interface on the computer system display according to the
events generated by the first process and received by the
event handler. This may include, showing the progress of the
file management operation, and alerting the user of any
abnormal conditions.

Other features, objects, and advantages of the present will

become apparent from viewing the figures and the descrip-
tion below.

BRIEF DESCRIPTION OF THE DRAWINGS

The present invention is illustrated by way of example
and not limitation in the figures of the accompanying in
which like references indicate like elements and in which:

FIG. 1 shows an example of a computer system architec-
ture upon which one embodiment of the present invention
may be implemented.

FIG. 2 shows a situation in which a file system manipu-
lation may be performed when the filed management task is
not the “active” application program (the program control-
ling the user interface).

FIG. 3 shows an event-driven architecture which is used
in one embodiment of the present invention for allowing a
background task to control a user interface of a foreground
application program.

FIG. 4 shows an example of user interface display which
may be controlled directly by a foreground application
program or “server” process, but which may be directed by
and whose functionality may be provided for by a back-
ground process (or “client”).

FIGS. 5a-5c¢ show process flow diagrams of an event
handler which is registered for use by a server application
program to service events generated by a client application
program for user interface control.

DETAILED DESCRIPTION

The present invention relates to a messaging protocol
between processes and a computer system wherein a first
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process (e.g., a client process) sends messages to a second
process (e.g., a server process) so that the client process can
direct the appearance of the user interface under control of
the server process. In this manner, the client process per-
forms certain functions, and the server process controls all
user interface functions such as the display of feedback for
those functions. For the remainder of this application, vari-
ous process steps, apparatus, data structures, message
formats, events, parameters, and other information will be
discussed in detail, however, these are merely for illustrative
purposes and are not intended to limit the present invention.
It can be appreciated by one skilled in the art that many
departures and modifications may be made from these
specific embodiments without departing from the overall
spirit and scope of the present invention.

Referring to FIG. 1, a system upon which one embodi-
ment of the present invention is implemented is shown as
100. 100 comprises a bus or other communication means
101 for communicating information, and a processing means
102 coupled with bus 101 for processing information. Sys-
tem 100 further comprises a random access memory (RAM)
or other volatile storage device 104 (referred to as main
memory), coupled to bus 101 for storing information and
instructions to be executed by processor 102. Main memory
104 also may be used for storing temporary variables or
other intermediate information during execution of instruc-
tions by processor 102. Computer system 100 also com-
prises a read only memory (ROM) and/or other static storage
device 106 coupled to bus 101 for storing static information
and instructions for processor 102, and a data storage device
107 such as a magnetic disk or optical disk and its corre-
sponding disk drive. Data storage device 107 is coupled to
bus 101 for storing information and instructions. Computer
system 100 may further be coupled to a display device 121,
such as a cathode ray tube (CRT) or liquid crystal display
(LCD) coupled to bus 101 for displaying information to a
computer user. An alphanumeric input device 122, including
alphanumeric and other keys, may also be coupled to bus
101 for communicating information and command selec-
tions to processor 102. An additional user input device is
cursor control 123, such as a mouse, a trackball, stylus, or
cursor direction keys, coupled to bus 101 for communicating
direction information and command selections to processor
102, and for controlling cursor movement on display 121.
Another device which may be coupled to bus 101 is hard
copy device 124 which may be used for printing
instructions, data, or other information on a medium such as
paper, film, or similar types of media. Note, also, that any or
all of the components of system 100 and associated hard-
ware may be used in various embodiments, however, it can
be appreciated that any configuration of the system may be
used for various purposes as the user requires.

In one embodiment, system 100 is one of the Macintosh®
family of personal computers such as the Macintosh®
Quadra™ or Macintosh® Performa™ brand personal com-
puters manufactured by Apple® Computer, Inc. of
Cupertino, Calif. (Apple, Macintosh, Quadra, and Performa
are trademarks of Apple Computer, Inc.). Processor 102 may
be one of the 68000 family of microprocessors, such as the
68030 or 68040 manufactured by Motorola, Inc. of
Schaumburg, I11.

Note that the following discussion of various embodi-
ments discussed herein will refer specifically to a series of
routines which are generated in a high-level programming
language (e.g., the C++ language available from Symantec
of Cupertino, Calif.) and compiled, linked, and then run as
object code in system 100 during run time. It can be
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appreciated by one skilled in the art, however, that the
following methods and apparatus may be implemented in
special purpose hardware devices, such as discrete logic
devices, large scale integrated circuits (LSI’s), application-
specific integrated circuits (ASIC’s), or other specialized
hardware. The description here has equal application to
apparatus having similar function.

Graphical User Interface

Before discussing the preferred embodiment in detail, a
brief overview of the user interface used in this system is
required. A “windowing” or graphical user interface (GUI)
operating environment is used wherein selections are per-
formed using a cursor control device such as 123 shown in
FIG. 1. Typically, an item is “selected” on a computer
system display such as 121 using cursor control device 123
by positioning a cursor, or other indicator, on the screen over
(or in proximity to) an object on the screen and by depress-
ing a “selection” button which is typically mounted on or
near the cursor control device. The object on the screen is
often an icon which has an associated file or operation which
the user desires to use in some manner. In order to launch a
user application program, in some circumstances, the user
merely selects an area on a computer display represented as
an icon by “double clicking” the area on the screen. A
“double click” selection is an operation comprising, while
positioning the cursor over the desired object (e.g., an icon),
two rapid activations of the selection device by the user.
“Pull-down” or “pop-up” menus are also used in the pre-
ferred embodiment. A pull-down or pop-up menu is a
selection which is accessible by depressing the selection
button when the cursor is pointing at a location on a screen
such as a menu bar (typically at the top of the display), and
“dragging” (moving cursor control device 123 while the
selection button is depressed) until the selection the user
wishes to access is reached on the pull-down menu. An item
is indicated as being “selected” on a pull-down menu when
the item is highlighted or displayed in “reverse video”
(white text on a black background). The selection is per-
formed by the user releasing the selection device when the
selection he wishes to make is highlighted. Also, in some
GUT’s, as is described in the background above, the “selec-
tion” and “dragging” of items is provided to move files about
in the file system or perform other system functions. These
techniques include “dragging and dropping” which com-
prises making a “selection” of an icon at a first location,
“dragging” that item across the display to a second location,
and “dropping” (e.g., releasing the selection device) the item
at the second location. This may cause the movement of a
file to a subdirectory represented by the second location.

Note also that GUI’s may incorporate other selection
devices, such as a stylus or “pen” which may be interactive
with a display. Thus, a user may “select” regions (e.g., an
icon) of the GUI on the display by touching the stylus
against the display. In this instance, such displays may be
touch or light-sensitive to detect where and when the selec-
tion occurs. Such devices may thus detect screen position
and the selection as a single operation instead of the “point
(ie., position) and click (e.g., depress button),” as in a
system incorporating a mouse or trackball. Such a system
may also lack a keyboard such as 122 wherein the input of
text is provided via the stylus as a writing instrument (like
a pen) and the user handwritten text is interpreted using
handwriting recognition techniques. These types of systems
may also benefit from the improved manipulation and user
feedback described herein.

One problem solved by the present invention is illustrated
with reference to FIG. 2. Window 200 of FIG. 2 illustrates
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a typical Macintosh user interface display while one appli-
cation program, such as an electronic mail program, controls
the user interface display. This is illustrated by the icon
present in the upper right-hand portion 212 of the display
200. The operating system only allows a single application
program to control the user interface at any given time.
However, other application programs such as, those per-
forming file and/or program management functions (e.g., the
“Finder” within the Macintosh brand operating system),
allow the launching of applications, programs, and the
movement of files within the file system. In one embodiment
of the present invention, a user may decide to “enclose™ a file
represented by icon 221 in the file system with the mail
message represented on window 230. The application pro-
gram controlling window 230 does not possess file transfer
or file transfer feedback capabilities, whereas the File Sys-
tem Manager (known as the “Finder” in the Macintosh) does
possess these capabilities. Therefore, it is desired that the
application program controlling window 230 have certain
functions and user interface capabilities of the Finder. In a
typical prior art systems, feedback is provided by the file
management function to show that the file movement or
copy operation is taking place. This typically takes the form
of a progress bar on a typical prior art user interface to show
the progression of the file transfer operation as it takes place
in the file system. For example, if a plurality of files are
moved in the file system, or copied from one media device
to another, file names showing each transfer of each file, and
a darkened representation is shown in the progress bar to
show overall completion of the copying of the files is
represented on the progress bar. This will be illustrated in
more detail below.

Event-Driven Architecture

An operation such as copying or moving files from one
location to another in the file system is a nontrivial task. In
this embodiment, the application program controlling the
user interface defers to the background task the “Finder” so
that it may perform the file management functions for
transfer and/or copy of the file(s). For example, several tasks
need to be performed by the copy/movement process prior
to copying or moving the files. For example, the destination
subdirectory or other file location needs to be scanned to
determine whether any of the transferred file names are
equivalent to those already in the subdirectory. If so, the user
needs to be alerted in order to determine whether he wishes
to overwrite the existing files at that location or, perhaps, use
a different name. In another instance, there may not be
sufficient space at the destination to which the files are being
moved for writing the files. In this instance, the user is
alerted that there was not sufficient space on the storage
medium to store the files, is informed that the operation was
not successful, and any file(s) already written or other
intermediate file information can be deleted. However, in a
situation such as that illustrated in FIG. 2, the underlying file
management process cannot present this user feedback or
alert information to the user because it does not presently
have control of the user interface. The process having
control of window 230, an electronic mail application
program, is currently in control of the user interface. Thus,
an improved means for allowing the background process
(e.g., the Finder) to control the user interface is used in
various embodiments of this invention to present feedback
to the user regarding the underlying functions that are taking
place. This is performed via interprocess communication, in
the Macintosh brand operating system, using Events and the
accompanying operating system Event Manager and Apple
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Event Manager available from Apple Computer of
Cupertino, Calif.

Interprocess communication is an important aspect of
modern computer system design. For example, such inter-
application communication has provided in modern com-
puter systems, such as the Macintosh brand computer’s
operating System 7.0, available from Apple Computer of
Cupertino Calif., through a mechanism known as the Event
Manager. The Event Manager and the Apple Event Manager
are used for handling a wide variety of functions within
application programs such as detecting user actions—Kkey
clicks, selections using a cursor control device, the detection
of the insertion of disks into a disk drive on the computer
system, opening files, closing files, or other actions within
the computer system. Typically, processes running within a
Macintosh brand computer system comprise a main program
loop known as an “event” loop which detect the occurrence
of these events in the system. Then, the application typically
branches to portions of the program to allow the event to be
serviced. Such an event driven architecture forms the core of
many application programs within many different types of
computers and operating systems in present use but, in this
embodiment, resides in a system such as 100 described
above.

Various embodiments of the present invention use the
Event Manager and the Apple Event Manager supplied by
Apple Computer for interprocess communication between
applications programs which are operative within computer
system 100 during run time to implement the features
described herein. The event driven architecture for message
passing between a first application program (e.g., a client
application program which is operative in the background),
and a second application program (e.g., a server application
program which is the active application controlling the user
interface), is illustrated with reference to FIG. 3. For
example, using the event driven architecture specified in
Inside Macintosh, Volume 6, pages 5-1 through 6-118,
“client” application program 310 communicates with the
Graphical User Interface (GUI) “server” application pro-
gram or active application program 330 via events 320. Each
of these events are generated by the client application
program 310 and are detected by the Apple Event Manager.
GUI server application 330 registers a process with the
Apple Event Manager known as an Event Handler so that
whenever defined events are detected, the Apple Event
Manager forwards the event(s) to the registered handler(s)
and cause the handler(s) to be invoked and service the
events. At that point, the handler may determine the appro-
priate action to take place. In various embodiments of the
present invention described herein, the registered event
handler for GUI server 330 will cause the activation and
modification of a user interface display, in this case, copy
window 340 illustrated in FIG. 3. Upon the launching of the
GUI server application program 330, or any application
program which may become an active application program
during specified user actions (e.g., the copying of file(s), the
server application program will register with the Apple
Event Manager the handler(s) which are used to service the
events, including those generated by any potential client
application programs (e.g., 310 of FIG. 3). In the situation
where a defined event is not serviced by any handler which
are registered by the application program, then, a default
handler supplied by the operating system is instead used for
servicing the events.

For the remainder of this application, in the embodiment
discussed herein, it will be assumed that the “server” (e.g.,
330 of FIG. 3) has registered a handler which will service
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user interface events. It will also be assumed that a client
program (e.g., 310 of FIG. 3) provides the underlying
functionality for performing the actions represented by the
user interface (e.g., copying files), which occurs upon the
inactive program detecting that a file should be copied (or
moved) from one directory to another, such as a directory for
“Enclosures” within an electronic mail application program.
This function may also be requested by server process 330
sending an event to a handler registered for client process
310, such as “CopyFile” ‘File 1’ to ‘Enclosures.”” The
mechanics of this operation, however, will not be described
in detail because they are beyond the scope of the present
invention.

Client to Server Events for Controlling the User
Interface

The following events are defined in this new protocol for
communicating from client 310 to user interface server 330:

1. NewCopyWindow;

2. Dispose CopyWindow;

3. ChangeString;

4. ChangeBar; and

5. PresentAlert.

As client application program 310°s file copy operations
progress, certain of these events are issued by client process
310 to server process 330. Moreover, communication is
provided via another set of events from server 330 to client
310 to indicate the success of the action indicated by the
events, and user interface feedback in response to informa-
tion presented on the user interface by server 330. A descrip-
tion of each of the specific events and the parameters used
in each of these events will now be discussed with reference
to FIG. 4.

400 of FIG. 4 illustrates a typical copy window which is
displayed during a file copying operation well known in the
prior art. However, each of the informative portions of the
window are displayed with corresponding parameter name
for the event in angled brackets (e.g., <status string> 410,
<action string> 430, <count string> 420, and <object name>
440 ), which is replaced by the strings specified within
parameters associated with the event(s) issued by client
process 310. The events and parameters associated with the
events will now be discussed.

NewCopyWindow

The NewCopyWindow event is signaled by client appli-
cation program 310 to indicate that a new copy window
(e.g.,400 in FIG. 4) should be displayed. Using typical prior
art user interface commands, the server application pro-
gram’s handler creates upon the display screen a copy
window 400 as is illustrated in FIG. 4 with the appropriate
strings specified in the event parameters. Each of the event
parameters for the NewCopyWindow are specified in the
following order:

1. actionString (e.g., “reading”/“writing”/“verifying”)

2. objectName (name of object being copied)

3. statusString (e.g., “Preparing To Copy,” “Items

remaining,” etc.)

4. countString (how many items are being copied)

5. progressValue (an initial value, usually 0)

6. progressMax (a maximum value)
actionString is used for specifying the operation being
performed. In typical prior art copy operations, the value
thus is one of the following three strings: “Reading”; “Writ-
ing”; or “Verifying”, for specifying the operation being
performed. The specified action string is placed into region
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430 of the copy window 400 upon detection of the New-
CopyWindow event.
objectName is used for specifying the string which will
appear at region 440 on copy window 400. It is used for
specifying the name of the object or file being copied.
Feedback can thus provide to the user which object is
currently in the process of being read, written, or verified.
statusString 410 is used to specify the intermediate status of
the copy operation taking place. For example, in certain
prior art systems, this string may read “Preparing to Copy,”
“Items Remaining,” etc. The status string indicates to the
user the current status of the copy operation taking place.
countString is used for specifying the value which is shown
at region 420 of display 400, such as the number of items
(e.g., files or bytes) which are being copied. Thus, in one
situation, this string may contain “120 bytes” when a file or
file(s) of 120 bytes in length are being copied.
progressvalue and progressMax are used for specifying the
status of progress bar 450. For example, the progressMax
parameter is used for specifying some maximum value at
which the progress bar will be completely darken. In an
instance where a total of 120 bytes are being copied,
progressMax may be equal to an integer value, such as 120.
The progress Value parameter will thus be used to specify an
intermediate value from some initial value (in one
embodiment, the integer 0) to the progressMax value. Thus,
on the display, progress bar 450 may be filled with a
darkened region 451 up to an intermediate position 452
based upon the fraction progressValue/progressMax. For
example, if progressValue equals 60 and progressMax
equals 120, then progress bar 450 will have a representation
such as that shown in FIG. 4 wherein %120 or % of the
progress bar has been darkened. Feedback is thus provided
to the user to illustrate the current completion of the copy
operation. In typical situations, the progressvalue will have
an initial value such as 0, and the progressMax value will be
some nonzero value, for example, equivalent to an integer
representing the maximum number of bytes to be copied.
Dispose CopyWindow

The Dispose CopyWindow event is used for indicating the
termination of a copy operation. This event causes the
server’s handler to remove window 400 from the display
using well known prior art interface techniques. The event
has no parameters because it merely removes from the
display the currently displayed progress bar window.
ChangeString

The ChangeString event has the following parameters:

stringNumber
statusString = 0
countString = 1
actionString = 2
objectNameString = 3
string Value

stringNumber—For each of the above specified values of
stringNumber, the identified string modified in copy window
400 using the ChangeString event according to the string
contained in stringValue. statusString 410, countString 420,
actionString 430, or objectNameString 440 may be modified
within, copy window 400 illustrated in FIG. 4. The client
application may thus cause updates to be performed within
copy window 400 so that the user is informed of the current
status of the copy operation (such as a current file being
copied)

string Value is a string which will replace the string specified
by the integer value contained in stringNumber.
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ChangeBar
The ChangeBar event has the following parameters:

progressValue (a current value)

progressMax (a maximum value) Each of these param-
eters are integer values specifying the current progres-
sion and the maximum progression of progress bar 450
of copy window 400, is discussed with reference to the
NewCopyWindow event above. The progress bar is
thus adjusted to have a filled in representation, such as
that shown as 451 according to the fraction
progress Value/progressMax. The progress bar is update
by the server’s handler using standard prior art user
interface commands.
PresentAlert
The following parameters are defined for the PresentAlert
event:

alertType
GenericAlert = 0
NoteAlert = 1
Confirm/Cancel = 2
Continue/Cancel = 3
CancelDefaultConfirm = 4
SaveChanges = 5

alertString

alertType is an integer value which is used for specifying the
type of alert displayed which is displayed to the user. Note
that these alerts are all similar to those which are displayed
in typical prior art copy operations upon detection of certain
conditions, abnormal or otherwise. Some of these specified
alerts require that the user respond. For example, the
Confirm/Cancel alert displays a window which requests that
the user “confirm” or “cancel” an ongoing operation. For
example, the Confirm/Cancel alert may be used when the
same file name is detected at a destination directory for a file
which is being copied. Any of the standard alert windows
which may be used in certain prior art copy operations may
be specified using the proper alertType integer value. User
responses to alerts will be provided with events from user
interface server 330 to client 310 via another set of events
discussed below.

alertString is a string value indicating the associated mes-
sage to be associated with the alert. For example, the client
application program may determine that a file name having
an equivalent file name to a file being copied already resides
at the destination application. In this event, the alertString
may contain a message such as “File ‘My File’ already
exists. Replace?” In any event, using the foregoing alert
parameters, the PresentAlert event may specify appropriate
alerts to the user.

Server to Client Events

All of the above events are shown for illustrative purposes
only and are for the client application process 310 (e.g., the
“Finder” performing the copy operation) alerting server
process 330 (e.g., an electronic mail application program) to
change the user interface display in a specified manner.
However, other events may also be defined to specify other
changes to the user interface display and for other
operations, especially in instances where user interface
response(s) to alerts are required. Because the background
process (e.g., client process 310 ) cannot detect user inter-
face actions (such as selections on the display), the handler
for server process 330 must detect these actions and transmit
response event messages to client process 310. In this case,
client 310 will have its own event handler registered for
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servicing events issued by server 330 to client 310. For
example, if the user wishes to “cancel” an operation, an
event entitled “CopyCancel” may be issued to the client
process 310 in one embodiment of the present invention so
that any ongoing operation(s) may be aborted. This is
detected by a user selecting “Stop” button 460 at any time
during the operation. The cancel operation may be detected
by server 330 by the detection of a “mouseDown” event at
a specific location, such as “Stop” button 460, or its key-
board equivalent (e.g., a command period combination in
the Macintosh). In this case, client application 310’s handler
may be alerted that an abort was indicated and take appro-
priate action.

In another embodiment, responses to alerts such as file
overwrite messages may be sent from server 330 to client
310. In this instance, an integer may be passed as a param-
eter wherein one value of the integer (e.g., 0) causes the
operation to be aborted or a second value (e.g., 1) causes the
file overwrite to be confirmed. Responses to alerts are
performed using other defined events from GUI server 330
to client 310. The user may be presented with the option of
either confirming replacement of the file or canceling the
copy operation. In one embodiment, when an alert is
presented, client 310 remains idle until a response is made
by a user on the user interface display. Then a corresponding
response event (e.g., AlertReply) with a response parameter
(e.g., an integer value Result containing an integer O indi-
cating confirmation of the operation or integer 1 indicating
canceling of the operation) is generated by server 330 to
client 310 to either confirm or cancel the operation being
performed by client 310.

Other user responses to queries, such as alerts, errors, or
other conditions, may also be responded to in this manner,
as detected by GUI server 330 and sent to client 310 via a
registered handler.

Event Handling by Server Application Program

FIGS. 5a—5g show a process flow diagram of a typical
event handler which may be registered by server application
program 330 and service events generated by a background
process for controlling the user interface using the messag-
ing protocol of one embodiment of the present invention.
For example, such an event handler may be registered using
the Apple Event Manager described in Inside Macintosh,
Volume VI, Chapter 6, wherein all of the above-described
events are handled by this single handler 500. Handler 500
will typically have a process entry point, such as 501
illustrated in FIG. Sa, and comprise an IF or CASE pro-
gramming statement in a typical high level programming
language or other condition checking loop, which is illus-
trated in the remainder of the figures. Then, each of the
events may be checked for, and upon detection of a specific
event, the user interface display specified by the event and
associated parameters may be displayed upon system dis-
play 121. For example, it will be determined at step 502
whether a NewCopyWindow event has been detected. If so,
then a new copy window (e.g., 400) is displayed at step 503
with the specified parameters, such as statusString 410,
countString 420, actionString 430, objectName 440 , and
having the progress bar 450 with an appropriate represen-
tation as defined by the progressValue/progressMax param-
eters passed within the event. Upon display of the new copy
window 400 at step 503, process 500 continues and returns
at step 517.

If, however, a NewCopyWindow event was not detected
at step 502, and a window is not currently displayed as
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detected at step 504, then an error condition may be indi-
cated at step 505, such as by issuing an event from server
330 to client 310 to specify an error (e.g.,
“EventNotHandled”) to specify that the event was not
serviced. Then, event handler 500 may exit at step 517. If,
however, a window has already been displayed, then the
condition for the various remaining events defined in the
messaging protocol may be checked for using a suitable
programming construct such as a CASE statement or other
similar condition-checking statement(s). For example, it is
determined at step 506 whether the DisposeCopyWindow
event has been detected. If so, then the copy window
displayed upon computer system display 121 is eliminated at
step 507 using well-known prior art user interface
operations, and handler 500 returns at step 517.

Upon the detection of a ChangeString event, as detected
at step 508, then process 500 proceeds to a more detailed
sequence of steps to determine the value passed within the
string number, as reflected on Figure 5b. As is illustrated in
FIG. 5b, it is determined using a condition checking loop,
such as a CASE statement or other programming construct,
what the value of stringNumber is. For example, at step 520,
it is determined whether stringNumber indicates that the
statusString should be modified. If so, then statusString 410
on display 400 is updated at step 521, and the handler returns
at step 517. If, however, the countString is specified at step
522 (when stringNumber=1), then the count string (e.g.,
420) is updated at step 523, and the handler returns at step
517. If, however, the actionString should be modified
(stringNumber=2), as detected at step 524, then it is updated
on the copy window. If, however, stringNumber=3 indicat-
ing that objectNameString 440 is sought to be updated, as
detected at step 526, then objectNameString 440 is updated
at step 527, and handler 500 returns at step 517 of FIG 5a
. Any other string number results in an error being generated
at step 528, and a return from the handler at step 517 with
an appropriate error event message to client 310, such as
“EventNotHandled,” indicating that the handler did not
service the event.

Process 500 of FIG. Sa proceeds to step 509 if a Chang-
eString event was not detected. Step 509 determines whether
the ChangeBar event has been detected. If so, then handler
500 proceeds to step 510 which updates progress bar 450
using the progressvalue and progressMax parameters passed
in the event. If the value(s) passed are invalid, an error may
be indicated via a response event and the update to the
progress bar abort.

If, however, the ChangeBar event is not detected at step
509, then the handler proceeds to determine whether a
PresentAlert event has been detected at step 511. Various
types of alerts can then be checked for, as illustrated in FIG
5c, by checking the alertType parameter. For example, each
of the steps illustrated at steps 530-540 on FIG. 5¢ may be
conformed using a typical high-level programming con-
struct such as a CASE statement. Then, upon detection of the
corresponding value in the alertType parameter, the associ-
ated alert is displayed. For instance, for alertType=0, as
detected at step 530, the generic alert is tested for and then
displayed at step 531. At step 532, the NoteAlert is tested for
(with alertType=1) and displayed at step 533. At step 534,
the Confirm/Cancel alert is tested for (with the alertType=2),
and it is displayed if detected at step 535. At step 536, if the
Continue/Cancel alert type is detected (alertType=3), then
the Confirm/Cancel option window is displayed at step 537.
At step 538, the CancelDef aultConfirm option is tested for
(alertType=4), and the corresponding option is displayed at
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step 539. Finally, the SaveChanges parameter is tested for
(alertType=>5) at step 540 and then displayed at step 541. If
any other alertType value is detected, an error is indicated at
step 543, and the process returns at step 517 of FIG. 5a.
Otherwise, upon completion of detection of any of the above
alertType values, then the option previously displayed is
saved for use when the next event is detected in the event
handler at step 542, and process 500 returns at step 517 of
FIG. 5b.

At any rate, upon detection of the all the previous events,
if the events are serviced, then an event message from server
330 to client 310 such as EventHandled is issued, and
handler 500 returns at step 517. Otherwise, any events
detected which do not fall into one of the categories tested
for or other events which are not serviced may issue a
suitable error event message, such as EventNotHandled at
step 517 to indicate to client 310 that the event was not
serviced. Then, the client may take appropriate actions via
its own event handler.

Thus, an invention for a background application control-
ling the user interface of a foreground application has been
described. Although the present invention has been
described particularly with reference to specific embodi-
ments as illustrated in FIGS. 1-5c, it may be appreciated by
one skilled in the art that many departures and modifications
may be made by one of ordinary skill in the art without
departing from the general spirit and scope of the present
invention.

What is claimed is:

1. In a computer system comprising a processor, a display,
amemory, a user input device, a first process operative in the
computer system, a second process operative in the com-
puter system as a foreground process and a user interface on
said computer system display under the control of the
second process, a method for the first process to perform
operations for the second process and control a content of
the user interface on said computer system display, said
content under control of the foreground second process
operative in said computer system, said first process con-
trolling the content to display information regarding the
operations performed by the first process for the second
process, said method comprising the following steps:

a. installing an event handling process as part of said
second process, said event handling process when said
second process is operative in said computer system,
servicing events generated by the first process for
controlling said user interface display under control of
said second process;

b. said second process initiating said first process to
perform operations for said second process, said second
process operative in the foreground and said first pro-
cess operative in the background;

d. said first process generating events for controlling said
user interface display while the second process remains
as a foreground process and the first process is a
background process, said events providing information
regarding the operations performed by said first process
for the second process; and

e. said event handling process receiving events generated
by said first process, said event handling process updat-
ing said user interface on said computer system display
according to said events generated by said first process,
while said first process remains in the background, and
received by said event handling process.
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